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# Machine learning Course objectives:

This course will enable students to

1. Make use of Data sets in implementing the machine learning algorithms
2. Implement the machine learning concepts and algorithms in any suitable language of choice.

# Description:

1. The programs can be implemented in either JAVA or Python.
2. For Problems 1 to 6 and 10, programs are to be developed without using the built-in classes or APIs of Java/Python.
3. Data sets can be taken from standard repositories (https://archive.ics.uci.edu/ml/datasets.html) or constructed by the students.

# Syllabus-

Course Code: 15CSL76 IA Marks: 20

Number of Lecture Hours/Week: 01I+02P Exam Marks: 80

Total Number of Lecture Hours: 40 Exam Hours: 03

# Laboratory Experiments:

1. Implement and demonstrate the FIND-S algorithm for finding the most specific hypothesis based on a given set of training data samples. Read the training data from a .CSV file.
2. For a given set of training data examples stored in a .CSV file, implement and demonstrate the Candidate-Elimination algorithm to output a description of the set of all hypotheses consistent with the training examples.
3. Write a program to demonstrate the working of the decision tree based ID3 algorithm. Use an appropriate data set for building the decision tree and apply this knowledge to classify a new sample.
4. Build an Artificial Neural Network by implementing the Back propagation algorithm and test the same using appropriate datasets.
5. Write a program to implement the naïve Bayesian classifier for a sample training data set stored as a .CSV file. Compute the accuracy of the classifier, considering few test datasets.
6. Assuming a set of documents that need to be classified, use the naïve Bayesian Classifier model to perform this task. Built-in Java classes/API can be used to write the program. Calculate the accuracy, precision, and recall for your data set.
7. Write a program to construct a Bayesian network considering medical data. Use this model to demonstrate the diagnosis of heart patients using standard Heart Disease Data Set. You can use Java/Python ML library classes/API.
8. Apply EM algorithm to cluster a set of data stored in a .CSV file. Use the same data set for clustering using *k*-Means algorithm. Compare the results of these two algorithms and comment on the quality of clustering. You can add Java/Python ML library classes/API in the program.
9. Write a program to implement *k*-Nearest Neighbor algorithm to classify the iris data set. Print both correct and wrong predictions. Java/Python ML library classes can be used for this problem.
10. Implement the non-parametric Locally Weighted Regression algorithm in order to fit data points. Select appropriate data set for your experiment and draw graphs.

# Course outcomes:

The students should be able to:

1. Understand the implementation procedures for the machine learning algorithms.
2. Design Java/Python programs for various Learning algorithms.
3. Apply appropriate data sets to the Machine Learning algorithms.
4. Identify and apply Machine Learning algorithms to solve real world problems.

# Conduction of Practical Examination:

* All laboratory experiments are to be included for practical examination.
* Students are allowed to pick one experiment from the lot.
* Strictly follow the instructions as printed on the cover page of answer script
* Marks distribution: Procedure + Conduction + Viva:**20 + 50 +10(80)**

# Change of experiment is allowed only once and marks allotted to the procedure part to be made zero.

**Revision to few Concepts in Python**

IF statement: The if statement contains a logical expression using which the data is compared and a decision is made based on the result.

Syntax:

if expression:

statement(s)

**Sample: e.g**. a = 10

if a:

print("1-got a true exp") print(a)

b = 0 if b:

print("2 -got a true exp") print(b) print("exiting...")

IF..ELSE**:** An else statement contains a block of code that executes if the conditional expression in the if statement resolves to 0 or a FALSE value.

The else statement is an optional statement and there could be at the most only one **else**

statement following **if.**

# ´Syntax:

if expression: statement(s) else:

statement(s)

# Sample: e.g.

score = int(input("enter the input: ")) if score<50: print("fail grade:")

else:

print("Pass grade:")

Elif :The elif statement allows you to check multiple expressions for TRUE and execute a block of code as soon as one of the conditions evaluates to TRUE.

# Syntax:

if expression1:

statement(s) elifexpression2:

statement(s) elifexpression3:

else:

statement(s)statement(s)

# Sample: e.g

score = float(input("enter the input: ")) if score<=40.5: grade = score \* 0.05

print("fail grade:", grade) elif score<70.0:

grade = score \* 0.10 print("Pass grade:", grade) else:

grade = score \* 0.15 print("outstanding grade:",grade) print("end")

Similar to the else, the elif statement is optional. However, unlike else, for which there can be at the most one statement, there can be an arbitrary number of elif statements following an if.

Core Python does not provide switch or case statements as in other languages, but we can use if..elif...statements to simulate switch case.

Nested If-

# Syntax:

if expression1

statement(s)

if expression2: statement(s)

elif expression3: statement(s) else statement(s)

elif expression4: statement(s) else: statement(s)

# Sample: e.g

num=int(input("enter a number")) if num%2==0: if num%3==0:

print("number is divisibe by 3 and2") else:

print("number divisible by 2 not by 3") else:

if num%3==0:

print("number divisible by 3 not by 2") else:

print("number not divisible by 2 and not by 3")

while loop- A while loop statement in Python programming language repeatedly executes a target statement as long as a given condition istrue.

# Syntax:

while expression: statement(s)

# Sample: e.g.

count=0 while(count<10):

print("count is :",count) count=count+1

Infinite loop-**Sample: e.g.** var = 1

while var == 1 : # This constructs an infinite loop num = int(input("Enter a number :"))

print ("You entered: ", num) print ("Good bye!")

Using else statements with loops-

If the else statement is used with a while loop, the else statement is executed when the condition becomes false.

While loop can be terminated with a break statement. In such a case, the else part is ignored. Thus a while loop‟s else part runs if no break occurs and condition is false.

# Sample: e.g.

count=1 while(count<=3): print("loop inside:") count=count+1 else:

print("false part") print("exit")

for loop- The for statement in Python has the ability to iterate over the items of any sequence.

# ´Syntax:

for iterating\_var in sequence: statements(s)

If a sequence contains an expression list, it is evaluated first. Then, the first item in the sequence is assigned to the iterating variable *iterating\_var*.

Next, the statements block is executed.

Each item in the list is assigned to *iterating\_var*, and the statement(s) block is executed until the entire sequence is exhausted.

# Sample: e.g.

for letter in 'Python':

print ('Current Letter :', letter)

Nested for- We need to place a loop inside another loop. It can be used on for & while construct.

# Syntax:

for iterating\_var in sequence:

for iterating\_var in sequence: statements(s)

statement(s)

# Sample: e.g.

for i in range(1,5): for j in range(1,5): k=i\*j

print (k,end='\n') #print ("\n",k) print()

The print() function inner loop has end=' ' which appends a space instead of default newline. Hence, the numbers will appear in one row.

Nested while-

# Syntax:

while expression: while expression: statements(s) statement(s)

# Sample: e.g.

n=int(input("enter a value:")) i=1; while i<=n: k=round(n) j=4

while j<=k:

if ( I % j==0): j+=1

else: print (i) i+=1 Lists

Lists are the most versatile of Python's compound data types. Lists are ordered sequence of items.

A list contains items separated by commas and enclosed within square brackets ([]).

To some extent, lists are similar to arrays in C but are different by allowing the items to be of different types. (integer, float, string etc.).

# List creation:

1. Empty list : my\_list = []
2. List of integers: my\_list = [ 1,2,3 ]
3. List of floating type : my\_list = [ 2.2, 4.0, 99.99, .45]
4. List of mixed data types: my\_list = [ 1, “hai”, 9.99] 5. Nested list : [ “ hello” , [ 3, 5 , 7.7 ] , [ „z‟ ] ] **Accessing ListElements**

Lists can be accessed in two ways:

# List Index

Negative Indexing

In case of List Index technique use the index operator [] to access an item in a list. Index starts from 0. So, a list having 5 elements will have index from 0 to 4.

# E.g.

my\_list = [ 1 , 2, 3, 4, 5 ]

Now to access 3rdelement : print (my\_list[2])

In case of nested lists we use nested indexing as shown in example.

# E.g .

nes\_list = [ “welcome” , [ 2 , 0 , 1, 8 ] ]

Now to print 0 , we have to write : print (nes\_list [1][1] )

# Negative Indexing

In case of Negative Indexing technique use the index operator [] to access an item in a list. Index starts from -1. So, a list having 5 elements will have index from -1 to -5.

# E.g.

my\_list = [ „d‟,‟j‟,‟k‟,‟I‟,‟n‟,‟g‟ ]. Now to print k: print (my\_list[-4])

In case of nested lists we use nested indexing as shown in example.

# E.g .

my\_list = ['d007','j','k','I','n','g'], [1,2,3,8.8,5.5]

Now to print 8.8 , we have to write : print(my\_list[-1][3]) Now to print d007, we have to write print(my\_list[-2][-6])

# Slicing Lists-

It is an operation that extracts certain elements from a list and forms a sub list possibly with a different number of indices and different index ranges.

The syntax for list slicing is :**[start:end:step]**

where start, end, step parts of the syntax are integers and optional. They can be both positive and negative.

Note that the value having the end index is not included in the slice.

# E.g:

**n = [1, 2, 3, 4, 5, 6, 7, 8]**

**print(n[1:5])** has values with indexes 1,2,3,and 4. so output is : [2,3,4,5]

**print(n[:5])** has values starting from the default index i.e. 0 so output is: [1,2,3,4,5] **print(n[1:])** has values starting from index 1 till the default end index i.e. -1 so the output Is : [2,3,4,5,6,7,8] excluding 1 since it is a value at index 0.

**print(n[:])** has all the values starting from default start index i.e. 0 to default end index i.e. -1 so the output is : [1,2,3,4,5,6,7,8].

The third index in a slice syntax is the step. It allows us to take every n-th value from a list.

# E.g: n = [1, 2, 3, 4, 5, 6, 7,8]

**print(n[1:9:2]) à** a slice having every 2nd elementfrom the n list starting from 2nd element

,ending at 8th element is created. So output is [2,4,6,8].

**print(n[::2]) à** a slice is built taking every 2nd value from the beginning till end of list. So the output is [ 1,3,5,7].

**print(n[::1]) à** this is just creating a copy of the list. So output is [1,2,3,4,5,6,7,8]. **print(n[1::3]) à** a slice is built for every 3rd element starting from 2nd element till the end of list. So output of the list is[2,5,8].

Indexes can be negative numbers. Indexes with lower negative numbers must come first in the syntax.

E.g**: print(n[-1:-4])à** returns an empty list. Now change index to **print(n[-4:-1])** to get the output [5,6,7].

**print(n[::-1])à** creates a reversed list so output is [8,7,6,5,4,3,2,1].

# Adding List Elements-

The elements can be added to the list by using built-in functions and methods or by specifying index value or also by using slicing.

# E.g:

1. even=[2,4,6,8] Now to insert a value 1 instead of 2 we have to just write:**even[0]=1**.
2. Now to change the list to contain only odd numbers using slice operation I canwrite

**even[1:4]=[3,5,7]** so that now print(even) will output[1,3,5,7].

1. Now to add an item 9 to the list using built-in method I have towrite:

**even.append(9)** so the value 9 is added to the end of list automatically.

1. Suppose I want to add 11, 13,15 also to the list then I have to use another built-in method extend to add all items together to the list and not individually. So **even.extend([11,13,15])** adds 3 more elements to the list. On printing the list finally we have **print(even) ->**[1,3,5,7,9,11,13,15] as output.
2. We can insert an item at a desired location by using a built-in method insert(). E.g: even=[2,10] so we write **even.insert(1,4)** to get sublist as[2,4,10].

# Deleting List elements-

The elements can be removed from the list by using built-in functionsandmethods or by specifying index value using a **keyword del**or also by usingslicing.

# E.g:

1. my\_list=[„d‟,‟j‟,‟007‟,‟k‟,‟I‟,‟n‟,‟g‟]sotodeleteanitem„007‟wewrite**delmy\_list[2]**.
2. Nowtodeletemultipleitemsfromthelistwewrite**delmy\_list[2:7]**toget[„d‟,‟j‟].
3. Now to delete entire list using del keyword we write **delmy\_list**.
4. Now if you want an empty list then we write **delmy\_list[:].**
5. Nowtoremoveanitemfromthelistusingbuilt-inmethodwewrite**my\_list.remove(„007‟)**

´ We can use another method pop() to remove an item from the list. The pop()method removes or returns the last item if index is not provided.

1. **print(my\_list.pop(-2))** will remove „n‟ from thelist.
2. **print(my\_list.pop(1))** will remove the 2nd element from the list with index being1.
3. **print(my\_list.pop())** will remove the last item from thelist.

**my\_list.clear()** will clear the contents and output an empty list.

# Lists and Functions-

There are a number of built-in functions that can be used on lists that allow you to quickly look through a list without writing your own loops:

nums = [3, 41, 12, 9, 74, 15]

print(len(nums)) 6

print(max(nums)) 74

print(min(nums)) 3

print(sum(nums)) 154

print(sum(nums)/len(nums)) 25

# Lists and Strings-

A string is a sequence of characters and a list is a sequence of values, but a list of characters is not the same as astring.

To convert from a string to a list of characters, you can use list: s = 'spam'

t = list(s) print(t)

['s', 'p', 'a', 'm']

The list function breaks a string into individual letters.

If you want to break a string into words, you can use the split method: s = 'pining for the fjords'

t = s.split() print(t)

['pining', 'for', 'the', 'fjords'] print(t[2]) the

# Aliasing-

If a refers to an object and you assign b = a, then both variables refer to the same object: a = [1, 2, 3]

b = a b is a True

The association of a variable with an object is called a *reference.*

An object with more than one reference has more than one name, so we say that the object is

*aliased.*

If the aliased object is mutable, changes made with one alias affect the other: b[0] = 17

print(a) [17, 2, 3]

Although this behavior can be useful, it is error-prone.

In general, it is safer to avoid aliasing when you are working with mutable objects.

# Dictionary-

Python's dictionaries are collection of key-value pairs. (also called as items)

A dictionary key can be of almost any Python type, but are usually numbers or strings. Values, on the other hand, can be any arbitrary Python object.

Dictionaries are enclosed by curly braces ({ }).

Values can be assigned and accessed using square braces ([]). Duplicate keys are not allowed and keys are immutable.

dict = {}

dict['one'] = "This is one" dict[2] = "This is two"

tinydict = {'name': 'john','code':6734, 'dept': 'sales'} print (dict['one']) # Prints value for 'one' key print (dict[2]) # Prints value for 2 key

The order of the key-value pairs is not the same.

In general, the order of items in a dictionary is unpredictable.

To see whether something appears as a value in a dictionary, you can use the method values, which returns the values as a list, and then use the in operator:

vals = list(tinydict.values()) john' in vals

True

vals = list(tinydict.values()) 9999' in vals

False

The in operator uses different algorithms for lists and dictionaries. For lists, it uses a linear search algorithm.

As the list gets longer, the search time gets longer in direct proportion to the length of the list. For dictionaries, Python uses an algorithm called a *hash table that has a remarkable property.* The in operator takes about the same amount of time no matter how many items there are in a dictionary.

# Break Statement-

Example-

for letter in 'python': if letter == 'h': break

print("current letter is :",letter)

# Continue Statement-

The continue statement in Python returns the control to the beginning of the current loop.

When encountered, the loop starts next iteration without executing the remaining statements in the current iteration.

The break statement can be used in both *while and for loops.*

# Sample: e.g.

for letter in 'python': if letter == 'h': continue

print("current letter is :",letter)

# Pass Statement-

In python, pass statement is a null operation; nothing happens when it executes. It is used as a place holder.

Whenever we want to implement a loop or a function in future but eventually now you do not want to code anything then use a pass statement since the python interpreter will not allow you to have an emptybody.

# Sample: e.g.

for letter in 'python': if letter == 'h': pass

print (“this is pass block”) print("current letter is :",letter) print(“good bye!”)

# CSV File Reading and Writing-

The so-called CSV (Comma Separated Values) format is the most common import and export format for spreadsheets and databases. There is no “CSV standard”, so the format is operationally defined by the many applications which read and writeit.

The csv module implements classes to read and write tabular data in CSV format. It allows programmers to say, “write this data in the format preferred by Excel,” or “read data from this file which was generated by Excel,” without knowing the precise details of the CSV format used byExcel.

The csv module‟s reader and writer objects read and write sequences.

Programmers can also read and write data in the DictReader and DictWriter classes.

# Reading a csv file-

In python, we use csv.reader() module to read the csv file. Here, we will show you how to read different types of csv files with different delimiter

like quotes(""), pipe(|) and comma(,).

We have a csv file called **pwd.csv** having default delimiter comma(,) with following data:

SN, Name, City

1, John, Washington 2, Eric, Los Angeles 3, Brad, Texas

# Reading a csv file, where the delimiter is a comma

import csv

with open('pwd.csv', 'r') as csvFile: reader = csv.reader(csvFile) for row in reader:

print(row) csvFile.close()

# Reading a csv file, where the delimiter is |

import csv

csv.register\_dialect('myDialect', delimiter = '|') with open('rwd.csv', 'r') as f:

reader = csv.reader(f, dialect='myDialect') for row in reader: print(row)

# Extract specific data from the spreadsheet into lists

import csv

with open('Example.csv') as csvfile:

readCSV = csv.reader(csvfile, delimiter=',') dates = [ ] colors = [ ]

for row in readCSV: color = row[3] date = row[0] dates.append(date) colors.append(color) print(dates) print(colors)

# Writing to a csv file-

In python, we use csv.writer() module to write the csv file.

A csv file called some.csv having default delimiter comma(,) with following data will be created. 2

M,a,r,i,e C,a,l,i,f,o,r,n,i,a

# Writing a csv file, where the delimiter is a comma

import csv

row = ['2', ' Marie', ' California']

with open('some.csv', 'w') as f: writer = csv.writer(f) writer.writerows(row) f.close()

# Writing a csv file, where the delimiter is |

import csv

person = [['SN', 'Person', 'DOB'],

['1', 'John', '18/1/2017'],

['2', 'Marie','19/2/2018'],

['3', 'Simon','20/3/2009']]

csv.register\_dialect('myDialect',delimiter = '|') with open('dob.csv', 'w') as f: writer = csv.writer(f, dialect='myDialect')

for row in person: writer.writerow(row) f.close()

# Machine Learning-

Machine learning is a subset of [artificial intelligence](https://en.wikipedia.org/wiki/Artificial_intelligence) in the field of [computer science](https://en.wikipedia.org/wiki/Computer_science) that often uses statistical techniques to give [computers](https://en.wikipedia.org/wiki/Computer) the ability to "learn" (i.e., progressively improve performance on a specific task) with [data,](https://en.wikipedia.org/wiki/Data) without being explicitly programmed. In the past decade, machine learning has given us self-driving cars, practical speech recognition, effective web search, and a vastly improved understanding of the humangenome.
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# Machine learning tasks

Machine learning tasks are typically classified into two broad categories, depending on whether there is a learning "signal" or "feedback" available to a learning system:

[**Supervised learning:**](https://en.wikipedia.org/wiki/Supervised_learning) The computer is presented with example inputs and their desired outputs, given by a "teacher", and the goal is to learn a general rule that maps inputs to outputs. As special cases, the input signal can be only partially available, or restricted to special feedback:

[**Semi-supervised learning:**](https://en.wikipedia.org/wiki/Semi-supervised_learning)The computer is given only an incomplete training signal: a training set with some (often many) of the target outputsmissing.

[**Active learning:**](https://en.wikipedia.org/wiki/Active_learning_(machine_learning))the computer can only obtain training labels for a limited set of instances (based on a budget), and also has to optimize its choice of objects to acquire labels for. When used interactively, these can be presented to the user for labelling.

[**Reinforcement learning:**](https://en.wikipedia.org/wiki/Reinforcement_learning) training data (in form of rewards and punishments) is given only as feedback to the program's actions in a dynamic environment, such as driving a vehicle or playing a game against an opponent.

[**Unsupervised learning:**](https://en.wikipedia.org/wiki/Unsupervised_learning) No labels are given to the learning algorithm, leaving it on its own to find structure in its input. Unsupervised learning can be a goal in itself (discovering hidden patterns in data) or a means towards an end (feature learning).

|  |  |  |
| --- | --- | --- |
| **Supervised learning** | **Un Supervised learning** | **Instance based** |
| **learning** |
| Find-s algorithm | EM algorithm |  |
| Candidate elimination  Algorithm | K means algorithm |  |
| Decision tree algorithm |  |
| Back propagation Algorithm | Locally weighted |
| Naïve Bayes Algorithm | Regression algorithm |
| K nearest neighbor |  |
| algorithm(lazy learning |  |
| algorithm) |  |

# Machine learning applications

In [**classification,**](https://en.wikipedia.org/wiki/Statistical_classification)inputs are divided into two or more classes, and the learner must produce a model that assigns unseen inputs to one or more [(multi-label classification)](https://en.wikipedia.org/wiki/Multi-label_classification) of these classes. This is typically tackled in a supervised manner. Spam filtering is an example of classification, where the inputs are email (or other) messages and the classes are "spam" and "not spam".

In [**regression,**](https://en.wikipedia.org/wiki/Regression_analysis)also a supervised problem, the outputs are continuous rather than discrete.

In [**clustering,**](https://en.wikipedia.org/wiki/Cluster_analysis) a set of inputs is to be divided into groups. Unlike in classification, the groups are not known beforehand, making this typically an unsupervised task.

[**Density estimation**](https://en.wikipedia.org/wiki/Density_estimation) finds the [distribution](https://en.wikipedia.org/wiki/Probability_distribution) of inputs in some space.

[**Dimensionality reduction**](https://en.wikipedia.org/wiki/Dimensionality_reduction) simplifies inputs by mapping them into a lower-dimensional space. [Topic modelling](https://en.wikipedia.org/wiki/Topic_modeling) is a related problem, where a program is given a list of [human language](https://en.wikipedia.org/wiki/Natural_language) documents and is tasked with finding out which documents cover similar topics.

# Machine learning Approaches Decision tree learning

Decision tree learning uses a [decision tree](https://en.wikipedia.org/wiki/Decision_tree) as a [predictive model,](https://en.wikipedia.org/wiki/Predictive_modelling) which maps observations about an item to conclusions about the item's target value.

# Association rule learning

Association rule learning is a method for discovering interesting relations between variables in large databases.

# Artificial neural networks

An [artificial neural network](https://en.wikipedia.org/wiki/Artificial_neural_network) (ANN) learning algorithm, usually called "neural network" (NN), is a learning algorithm that is vaguely inspired by [biological neural networks.](https://en.wikipedia.org/wiki/Biological_neural_networks) Computations are structured in terms of an interconnected group of [artificial neurons,](https://en.wikipedia.org/wiki/Artificial_neuron) processing information using a [connectionist](https://en.wikipedia.org/wiki/Connectionism) approach to [computation.](https://en.wikipedia.org/wiki/Computation) Modern neural networks are [non-linear statistical](https://en.wikipedia.org/wiki/Non-linear) [data](https://en.wikipedia.org/wiki/Data_modeling) [modelling](https://en.wikipedia.org/wiki/Data_modeling) tools. They are usually used to model complex relationships between inputs and outputs, to [find patterns](https://en.wikipedia.org/wiki/Pattern_recognition) in data, or to capture the statistical structure in an unknown [joint](https://en.wikipedia.org/wiki/Joint_probability_distribution) [probability distribution](https://en.wikipedia.org/wiki/Joint_probability_distribution) between observed variables.

# Deep learning

Falling hardware prices and the development of [GPUs](https://en.wikipedia.org/wiki/GPU) for personal use in the last few years have contributed to the development of the concept of [deep learning](https://en.wikipedia.org/wiki/Deep_learning) which consists of multiple hidden layers in an artificial neural network. This approach tries to model the way the human brain processes light and sound into vision and hearing.

Some successful applications of deep learning are [computer vision](https://en.wikipedia.org/wiki/Computer_vision) and [speech recognition.](https://en.wikipedia.org/wiki/Speech_recognition)

# Inductive logic programming

Inductive logic programming (ILP) is an approach to rule learning using [logic programming](https://en.wikipedia.org/wiki/Logic_programming) as a uniform representation for input examples, background knowledge, and hypotheses. Given an encoding of the known background knowledge and a set of examples represented as a logical

database of facts, an ILP system will derive a hypothesized logic program that [entails](https://en.wikipedia.org/wiki/Entailment) all positive and no negative examples. [Inductive programming](https://en.wikipedia.org/wiki/Inductive_programming) is a related field that considers any kind of programming languages for representing hypotheses (and not only logic programming), such as [functional programs.](https://en.wikipedia.org/wiki/Functional_programming)

# Support vector machines

Support vector machines (SVMs) are a set of related [supervised learning](https://en.wikipedia.org/wiki/Supervised_learning) methods used for [classification](https://en.wikipedia.org/wiki/Statistical_classification) and [regression.](https://en.wikipedia.org/wiki/Regression_analysis) Given a set of training examples, each marked as belonging to one of two categories, an SVM training algorithm builds a model that predicts whether a new example falls into one category or the other.

# Clustering

Cluster analysis is the assignment of a set of observations into subsets (called clusters) so that observations within the same cluster are similar according to some pre designated criterion or criteria, while observations drawn from different clusters are dissimilar. Different clustering techniques make different assumptions on the structure

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| of the data, | often defined by | some similarity | metric and | evaluated | | for | example |
| by internal | compactness (similarity between | | members | of | The same | | cluster) |
| and separation between different | | clusters. Other methods | | are | based | on estimated | |

density and graph connectivity. Clustering is a method of [unsupervised learning,](https://en.wikipedia.org/wiki/Unsupervised_learning) and a common technique for [statistical data analysis.](https://en.wikipedia.org/wiki/Statistics)

# Bayesian networks

A Bayesian network, belief network or directed acyclic graphical model is a [probabilistic graphical model](https://en.wikipedia.org/wiki/Graphical_model) that represents a set of [random variables](https://en.wikipedia.org/wiki/Random_variables) and their [conditional independencies](https://en.wikipedia.org/wiki/Conditional_independence) via a [directed acyclic graph](https://en.wikipedia.org/wiki/Directed_acyclic_graph) (DAG). For example, a Bayesian network could represent the probabilistic relationships between diseases and symptoms. Given symptoms, the network can be used to compute the probabilities of the presence of various diseases. Efficient algorithms exist that perform [inference](https://en.wikipedia.org/wiki/Inference) andlearning.

# Reinforcement learning

Reinforcement learning is concerned with how an agent ought to take actions in an environment so as to maximize some notion of long-term reward. Reinforcement learning algorithms attempt to find a policy that maps states of the world to the actions the agent ought to take in those states. Reinforcement learning differs from the [supervised learning](https://en.wikipedia.org/wiki/Supervised_learning) problem in that correct input/output pairs are never presented, nor sub-optimal actions explicitly corrected.

# Similarity and metric learning

In this problem, the learning machine is given pairs of examples that are considered similar and pairs of less similar objects. It then needs to learn a similarity function (or a distance metric function) that can predict if new objects are similar. It is sometimes used in [Recommendation](https://en.wikipedia.org/wiki/Recommendation_systems) [systems.](https://en.wikipedia.org/wiki/Recommendation_systems)

# Genetic algorithms

A genetic algorithm (GA) is a [search heuristic](https://en.wikipedia.org/wiki/Search_algorithm) that mimics the process of [natural selection,](https://en.wikipedia.org/wiki/Natural_selection) and uses methods such as [mutation](https://en.wikipedia.org/wiki/Mutation_(genetic_algorithm)) and [crossover](https://en.wikipedia.org/wiki/Crossover_(genetic_algorithm)) to generate new [genotype](https://en.wikipedia.org/wiki/Chromosome_(genetic_algorithm)) in the hope of finding good solutions to a given problem. In machine learning, genetic algorithms found some uses in the 1980s and 1990s. Conversely, machine learning techniques have been used to improve the performance of genetic and [evolutionary algorithms.](https://en.wikipedia.org/wiki/Evolutionary_algorithm)

# Rule-based machine learning

[Rule-based machine learning](https://en.wikipedia.org/wiki/Rule-based_machine_learning) is a general term for any machine learning method that identifies, learns, or evolves "rules" to store, manipulate or apply, knowledge. The defining characteristic of a rule-based machine learner is the identification and utilization of a set of relational rules that collectively represent the knowledge captured by the system. This is in contrast to other machine learners that commonly identify a singular model that can be universally applied to any instance in order to make a prediction. Rule-based machine learning approaches include [learning](https://en.wikipedia.org/wiki/Learning_classifier_system) [classifier systems, association rule learning,](https://en.wikipedia.org/wiki/Learning_classifier_system) and [artificial immune systems.](https://en.wikipedia.org/wiki/Artificial_immune_system)

# Feature selection approach

[Feature selection](https://en.wikipedia.org/wiki/Feature_selection) is the process of selecting an optimal subset of relevant features for use in model construction. It is assumed the data contains some features that are either redundant or irrelevant, and can thus be removed to reduce calculation cost without incurring much loss of information. Common optimality criteria include accuracy, similarity and information measures.

# Software Requirements-

1. Python 3.5 version and above.
2. Machine Learning Packages-
   * Scikit- Learn
   * Numpy- matrices and linear algebra.
   * Scipy- many numerical routines.
   * Matplotlib- creating plots of data
   * Pandas- facilitates structured / tabular data manipulation and visualisations.
   * Pomegranate- for fast and flexible probabilistic models.
3. An Integrated Development Environment (IDE) for Python Programming.

# Anaconda-

Together with a list of Python packages, tools like editors, Python distributions include the Python interpreter. Anaconda is one of several Python distributions. Anaconda is a new distribution of the Python and R data science package. It was formerly known as Continuum Analytics. Anaconda has more than 100 new packages.

# Program 1.Implement and demonstrate the FIND-S Algorithm for finding the most specific hypothesis based on a given set of training data samples. Read the training data froma.CSV file.

**Task: Find-S algorithm is used to find a maximally specific hypothesis.**

Positive and negative training examples for the target concept EnjoySport.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Example** | **Sky** | **AirTemp** | **Humidity** | **Wind** | **Water** | **Forecast** | **EnjoySport** |
| 1 | Sunny | Warm | Normal | Strong | Warm | Same | Yes |
| 2 | Sunny | Warm | High | Strong | Warm | Same | Yes |
| 3 | Rainy | Cold | High | Strong | Warm | Change | No |
| 4 | Sunny | Warm | High | Strong | Cool | Change | Yes |

Given:**Instances X**: Possible days, each described by the attributes

**Sky** (with possible values Sunny, Cloudy, and Rainy),

**AirTemp** (with values Warm and Cold), **Humidity** (with values Normal and High), **Wind** (with values Strong and Weak), **Water** (with values Warm and Cool), and **Forecast** (with values Same and Change).

**Hypotheses H**: Each hypothesis is described by a conjunction of constraints on the attributes Sky, AirTemp, Humidity, Wind, Water, and Forecast. The constraints may be "?" (any value is acceptable), "0 (no value is acceptable), or a specific value.

**Target concept c**: EnjoySport : X (0,l)

Training examples D: Positive and negative examples of the target function

**Code:-**

import csv

def loadCsv(filename):

lines = csv.reader(open(filename, "rt"))

dataset = list(lines)

for i in range(len(dataset)):

dataset[i] = dataset[i]

return dataset

attributes = ['Sky','Temp','Humidity','Wind','Water','Forecast']

print(attributes)

num\_attributes = len(attributes)

filename = "Weather.csv"

dataset = loadCsv(filename)

print(dataset)

target=['Yes','Yes','No','Yes']

print(target)

hypothesis=['0'] \* num\_attributes

print(hypothesis)

print("The Hypothesis are")

for i in range(len(target)):

if(target[i] == 'Yes'):

for j in range(num\_attributes):

if(hypothesis[j]=='0'):

hypothesis[j] = dataset[i][j]

if(hypothesis[j]!= dataset[i][j]):

hypothesis[j]='?'

print(i+1,'=',hypothesis)

print("Final Hypothesis")

print(hypothesis)

**Input:**Sunny ,Warm,Normal,Strong ,Warm,Same,Yes

Sunny ,Warm,High,Strong ,Warm,Same,Yes

Rainy,Cold,High,Strong ,Warm,Change,No

Sunny ,Warm,High,Strong ,Cool,Change,Yes

**OUPUT:**

['Sky', 'Temp', 'Humidity', 'Wind', 'Water', 'Forecast']

[['Sunny ', 'Warm', 'Normal', 'Strong ', 'Warm', 'Same', 'Yes'], ['Sunny ', 'Warm', 'High', 'Strong ', 'Warm', 'Same', 'Yes'], ['Rainy', 'Cold', 'High', 'Strong ', 'Warm', 'Change', 'No'], ['Sunny ', 'Warm', 'High', 'Strong ', 'Cool', 'Change', 'Yes']]

Intial Hypothesis

['0', '0', '0', '0', '0', '0']

The Hypothesis are

1 = ['Sunny ', 'Warm', 'Normal', 'Strong ', 'Warm', 'Same']

2 = ['Sunny ', 'Warm', '?', 'Strong ', 'Warm', 'Same']

3 = ['Sunny ', 'Warm', '?', 'Strong ', 'Warm', 'Same']

4 = ['Sunny ', 'Warm', '?', 'Strong ', '?', '?']

Final Hypothesis

['Sunny ', 'Warm', '?', 'Strong ', '?', '?']

**Program 2- For a given set of training data examples stored in a .CSV file, implement and demonstrate the Candidate-Elimination algorithm to output a description of the set of all hypotheses consistent with the training examples**

**Task**: The CANDIDATE-ELIMINATION algorithm computes the version space containing all hypotheses from H that are consistent with an observed sequence of training examples.

**Dataset**: EnjoySport training examples

**Code:-**

import numpy as np

import pandas as pd

# Loading Data from a CSV File

data = pd.DataFrame(data=pd.read\_csv('Training\_examples.csv'))

# Separating concept features from Target

concepts = np.array(data.iloc[:,0:-1])

# Isolating target into a separate DataFrame

#copying last column to target array

target = np.array(data.iloc[:,-1])

def learn(concepts, target):

'''

learn() function implements the learning method of the Candidate elimination algorithm.

Arguments:

concepts - a data frame with all the features

target - a data frame with corresponding output values

'''

# Initialise S0 with the first instance from concepts

# .copy() makes sure a new list is created instead of just pointing to the same memory location

specific\_h = concepts[0].copy()

print("initialization of specific\_h and general\_h")

print(specific\_h)

general\_h = [["?" for i in range(len(specific\_h))] for i in range(len(specific\_h))]

print(general\_h)

# The learning iterations

for i, h in enumerate(concepts):

# Checking if the hypothesis has a positive target

if target[i] == "Yes":

for x in range(len(specific\_h)):

# Change values in S & G only if values change

if h[x] != specific\_h[x]:

specific\_h[x] = '?'

general\_h[x][x] = '?'

# Checking if the hypothesis has a positive target

if target[i] == "No":

for x in range(len(specific\_h)):

# For negative hyposthesis change values only in G

if h[x] != specific\_h[x]:

general\_h[x][x] = specific\_h[x]

else:

general\_h[x][x] = '?'

print(" steps of Candidate Elimination Algorithm",i+1)

print(specific\_h)

print(general\_h)

# find indices where we have empty rows, meaning those that are unchanged

indices = [i for i, val in enumerate(general\_h) if val == ['?', '?', '?', '?', '?', '?']]

for i in indices:

# remove those rows from general\_h

general\_h.remove(['?', '?', '?', '?', '?', '?'])

# Return final values

return specific\_h, general\_h

s\_final, g\_final = learn(concepts, target)

print("Final Specific\_h:", s\_final, sep="\n")

print("Final General\_h:", g\_final, sep="\n")

**Input:**

Sunny,Warm,Normal,Strong,Warm,Same,Yes

Sunny,Warm,High,Strong,Warm,Same,Yes

Rainy,Cold,High,Strong,Warm,Change,No

Sunny,Warm,High,Strong,Cool,Change,Yes

**Output:**

initialization of specific\_h and general\_h

['Sunny' 'Warm' 'High' 'Strong' 'Warm' 'Same']

[['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?']]

steps of Candidate Elimination Algorithm 1

['Sunny' 'Warm' 'High' 'Strong' 'Warm' 'Same']

[['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?']]

steps of Candidate Elimination Algorithm 2

['Sunny' 'Warm' 'High' 'Strong' 'Warm' 'Same']

[['Sunny', '?', '?', '?', '?', '?'], ['?', 'Warm', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', 'Same']]

steps of Candidate Elimination Algorithm 3

['Sunny' 'Warm' 'High' 'Strong' '?' '?']

[['Sunny', '?', '?', '?', '?', '?'], ['?', 'Warm', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?'], ['?', '?', '?', '?', '?', '?']]

Final Specific\_h:

['Sunny' 'Warm' 'High' 'Strong' '?' '?']

Final General\_h:

[['Sunny', '?', '?', '?', '?', '?'], ['?', 'Warm', '?', '?', '?', '?']]

# Program 3.Write a program to demonstrate the working of the decision tree based ID3 algorithm. Use an appropriate data set for building the decision tree and apply this knowledge to classify a new sample.

**Task**: ID3determinesthe information gain for each candidate attribute (i.e.,Outlook, Temperature, Humidity, and Wind), then selects the one with highest information gain as the root node of the tree. The information gain values for all four attributes are calculated using the following formula:

![](data:image/jpeg;base64,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)Entropy(S)=∑- P(I).log2P(I)

Gain(S,A)=Entropy(S)-∑ [ P(S/A).Entropy(S/A)] Dataset-tennis.csv

# Sunny outlook on decision:

5 instances of sunny : In that 3 instances are NO and 2 instances are YES Gain( Outlook = Sunny/Temp)= 0.570 Gain ( Outlook Sunny/Humidity) =0.970

Gain ( Outlook = Sunny/ Wind) = 0.019

Since humidity produces the highest score, if outlook were Sunny.

# Overcast outlook on decision:

Decision will always be yes, if outlook were overcast.

# Rain outlook on decision:
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Gain( Outlook= Rain/Wind)

Here, wind produces the highest score . And wind has two attributes namely strong and weak.
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**Code:-**

import pandas as pd

import numpy as np

#Import the dataset and define the feature as well as the target datasets / columns#

dataset = pd.read\_csv('playtennis.csv',

names=['outlook','temperature','humidity','wind','class',])

#Import all columns omitting the fist which consists the names of the animals

#We drop the animal names since this is not a good feature to split the data on

attributes =('Outlook','Temperature','Humidity','Wind','PlayTennis')

def entropy(target\_col):

"""

Calculate the entropy of a dataset.

The only parameter of this function is the target\_col parameter which specifies the target column

"""

elements,counts = np.unique(target\_col,return\_counts = True)

entropy = np.sum([(-counts[i]/np.sum(counts))\*np.log2(counts[i]/np.sum(counts)) for i in range(len(elements))])

#print('Entropy =', entropy)

return entropy

def InfoGain(data,split\_attribute\_name,target\_name="class"):

#Calculate the entropy of the total dataset

total\_entropy = entropy(data[target\_name])

##Calculate the entropy of the dataset

#Calculate the values and the corresponding counts for the split attribute

vals,counts= np.unique(data[split\_attribute\_name],return\_counts=True)

#Calculate the weighted entropy

Weighted\_Entropy = np.sum([(counts[i]/np.sum(counts))\*entropy(data.where(data[split\_attribute\_name]==vals[i]).dropna()[target\_name]) for i in range(len(vals))])

#Calculate the information gain

Information\_Gain = total\_entropy - Weighted\_Entropy

return Information\_Gain

def ID3(data,originaldata,features,target\_attribute\_name="class",parent\_node\_class = None): #Define the stopping criteria --> If one of this is satisfied, we want to return a leaf node#

#If all target\_values have the same value, return this value

if len(np.unique(data[target\_attribute\_name])) <= 1:

return np.unique(data[target\_attribute\_name])[0]

#If the dataset is empty, return the mode target feature value in the original dataset

elif len(data)==0:

return np.unique(originaldata[target\_attribute\_name])[np.argmax(np.unique(originaldata[target\_attribute\_name],return\_counts=True)[1])]

elif len(features) ==0:

return parent\_node\_class

#If none of the above holds true, grow the tree!

else:

#Set the default value for this node --> The mode target feature value of the current node

parent\_node\_class = np.unique(data[target\_attribute\_name])[np.argmax(np.unique(data[target\_attribute\_name],return\_counts=True)[1])]

#Select the feature which best splits the dataset

item\_values = [InfoGain(data,feature,target\_attribute\_name) for feature in features] #Return the information gain values for the features in the dataset

best\_feature\_index = np.argmax(item\_values)

best\_feature = features[best\_feature\_index]

#Create the tree structure. The root gets the name of the feature (best\_feature) with the maximum information

#gain in the first run

tree = {best\_feature:{}}

#Remove the feature with the best inforamtion gain from the feature space

features = [i for i in features if i != best\_feature]

#Grow a branch under the root node for each possible value of the root node feature

for value in np.unique(data[best\_feature]):

value = value

#Split the dataset along the value of the feature with the largest information gain and therwith create sub\_datasets

sub\_data = data.where(data[best\_feature] == value).dropna()

#Call the ID3 algorithm for each of those sub\_datasets with the new parameters --> Here the recursion comes in!

subtree = ID3(sub\_data,dataset,features,target\_attribute\_name,parent\_node\_class)

#Add the sub tree, grown from the sub\_dataset to the tree under the root node

tree[best\_feature][value] = subtree

return(tree)

def predict(query,tree,default = 1):

#1.

for key in list(query.keys()):

if key in list(tree.keys()):

#2.

try:

result = tree[key][query[key]]

except:

return default

#3.

result = tree[key][query[key]]

#4.

if isinstance(result,dict):

return predict(query,result)

else:

return result

def train\_test\_split(dataset):

training\_data = dataset.iloc[:14].reset\_index(drop=True)

#We drop the index respectively relabel the index

#starting form 0, because we do not want to run into errors regarding the row labels / indexes

#testing\_data = dataset.iloc[10:].reset\_index(drop=True)

return training\_data #,testing\_data

def test(data,tree):

#Create new query instances by simply removing the target feature column from the original dataset and

#convert it to a dictionary

queries = data.iloc[:,:-1].to\_dict(orient = "records")

#Create a empty DataFrame in whose columns the prediction of the tree are stored

predicted = pd.DataFrame(columns=["predicted"])

#Calculate the prediction accuracy

for i in range(len(data)):

predicted.loc[i,"predicted"] = predict(queries[i],tree,1.0)

print('The prediction accuracy is: ',(np.sum(predicted["predicted"] == data["class"])/len(data))\*100,'%')

"""

Train the tree, Print the tree and predict the accuracy

"""

XX = train\_test\_split(dataset)

training\_data=XX

#testing\_data=XX[1]

tree = ID3(training\_data,training\_data,training\_data.columns[:-1])

print(' Display Tree',tree)

print('len=',len(training\_data))

test(training\_data,tree)

**Input: Playtennis dataset**

Outlook,Temperature,Humidity,Windy,PlayTennis

Sunny,Hot,High,False,No

Sunny,Hot,High,True,No

Overcast,Hot,High,False,Yes

Rainy,Mild,High,False,Yes

Rainy,Cool,Normal,False,Yes

Rainy,Cool,Normal,True,No

Overcast,Cool,Normal,True,Yes

Sunny,Mild,High,False,No

Sunny,Cool,Normal,False,Yes

Rainy,Mild,Normal,False,Yes

Sunny,Mild,Normal,True,Yes

Overcast,Mild,High,True,Yes

Overcast,Hot,Normal,False,Yes

Rainy,Mild,High,True,No

**Output:**

Display Tree {'outlook': {'Outlook': 'PlayTennis', 'Overcast': 'Yes', 'Rainy': {'wind': {'False': 'Yes', 'True': 'No'}}, 'Sunny': {'humidity': {'High': 'No', 'Normal': 'Yes'}}}}

len= 14

The prediction accuracy is: 100.0 %

# Program 4-Build an Artificial Neural Network by implementing the Back propagation algorithm and test the same using appropriate dataset

Back propagation Algorithm

The Back propagation algorithm is a supervised learning method for multilayer feed-forward networks from the field of Artificial Neural Networks, the back propagation algorithm is a method for training the weights in a multilayer feed-forward neural network. As such, it requires a network structure to be defined of one or more layers where one layer is fully connected to the next layer. A standard network structure is one input layer, one hidden layer, and one output layer. Back propagation can be used for both classification and regression problems.

Working of algorithm:

* 1. Initialize Network.
  2. Forward Propagate.
  3. Back Propagate Error.
  4. Train the network

**Code:-**

import numpy as np

X = np.array(([2, 9], [1, 5], [3, 6]), dtype=float)

y = np.array(([92], [86], [89]), dtype=float)

X = X/np.amax(X,axis=0) # maximum of X array longitudinally y = y/100

#Sigmoid Function

def sigmoid (x):

return 1/(1 + np.exp(-x))

#Derivative of Sigmoid Function def derivatives\_sigmoid(x):

return x \* (1 - x)

#Variable initialization

epoch=7000 #Setting training iterations lr=0.1 #Setting learning rate

inputlayer\_neurons = 2 #number of features in data set hiddenlayer\_neurons = 3 #number of hidden layers neurons output\_neurons = 1 #number of neurons at output layer #weight and bias initialization

wh=np.random.uniform(size=(inputlayer\_neurons,hiddenlayer\_neurons)) bh=np.random.uniform(size=(1,hiddenlayer\_neurons)) wout=np.random.uniform(size=(hiddenlayer\_neurons,output\_neurons))

bout=np.random.uniform(size=(1,output\_neurons)) #draws a random range of numbers uniformly of dim x\*y for i inrange(epoch):

#Forward Propogation hinp1=np.dot(X,wh)

hinp=hinp1 + bh hlayer\_act =sigmoid(hinp)

outinp1=np.dot(hlayer\_act,wout) outinp= outinp1+ bout

output = sigmoid(outinp)

#Backpropagation EO = y-output

outgrad = derivatives\_sigmoid(output) d\_output = EO\* outgrad

EH = d\_output.dot(wout.T)

hiddengrad = derivatives\_sigmoid(hlayer\_act)#how much hidden layer wts contributed to error d\_hiddenlayer = EH \* hiddengrad

wout += hlayer\_act.T.dot(d\_output) \*lr# dotproduct of nextlayererror and currentlayerop

# bout += np.sum(d\_output, axis=0,keepdims=True) \*lr wh += X.T.dot(d\_hiddenlayer)\*lr

#bh += np.sum(d\_hiddenlayer, axis=0,keepdims=True) \*lr print("Input: \n" + str(X))

print("Actual Output: \n" + str(y)) print("Predicted Output: \n" ,output)

**Output-**

Input:

[[0.66666667 1. ]

[0.33333333 0.55555556]

[1. 0.66666667]]

Actual Output:

[[0.92]

[0.86]

[0.89]]

Predicted Output:

[[0.75415399]

[0.74085499]

[0.7545631 ]]

# Program 5.Write a program to implement the naïve Bayesian classifier for a sample training data set stored as a .CSV file. Compute the accuracy of the classifier, considering few test data sets.

# Task:It is a classification technique based on [Bayes‟ Theorem](https://en.wikipedia.org/wiki/Bayes%27_theorem) with an assumption of independence among predictors. In simple terms, a Naive Bayes classifier assumes that the presence of a particular feature in a class is unrelated to the presence of any other feature. For example, a fruit may be considered to be an apple if it is red, round, and about 3 inches in diameter. Even if these features depend on each other or upon the existence of the other features, all of these properties independently contribute to the probability that this fruit is an apple and that is why it is known as „Naive‟.

Data Set : PlayTennis example

![](data:image/jpeg;base64,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)

**Code:-**

# Naive Bayes impementation in Python

import csv

import random

import math

#1.Load Data

def loadCsv(filename):

lines = csv.reader(open(filename, "rt"))

dataset = list(lines)

for i in range(len(dataset)):

dataset[i] = [float(x) for x in dataset[i]]

return dataset

#Split the data into Training and Testing randomly

def splitDataset(dataset, splitRatio):

trainSize = int(len(dataset) \* splitRatio)

trainSet = []

copy = list(dataset)

while len(trainSet) < trainSize:

index = random.randrange(len(copy))

trainSet.append(copy.pop(index))

return [trainSet, copy]

#Seperatedata by Class

def separateByClass(dataset):

separated = {}

for i in range(len(dataset)):

vector = dataset[i]

if (vector[-1] not in separated):

separated[vector[-1]] = []

separated[vector[-1]].append(vector)

return separated

#Calculate Mean

def mean(numbers):

return sum(numbers)/float(len(numbers))

#Calculate Standard Deviation

def stdev(numbers):

avg = mean(numbers)

variance = sum([pow(x-avg,2) for x in numbers])/float(len(numbers)-1)

return math.sqrt(variance)

#Summarize the data

def summarize(dataset):

summaries = [(mean(attribute), stdev(attribute)) for attribute in zip(\*dataset)]

del summaries[-1]

return summaries

#Summarize Attributes by Class

def summarizeByClass(dataset):

separated = separateByClass(dataset)

print(len(separated))

summaries = {}

for classValue, instances in separated.items():

summaries[classValue] = summarize(instances)

print(summaries)

return summaries

#Calculate Gaussian Probability Density Function

def calculateProbability(x, mean, stdev):

exponent = math.exp(-(math.pow(x-mean,2)/(2\*math.pow(stdev,2))))

return (1 / (math.sqrt(2\*math.pi) \* stdev)) \* exponent

#Calculate Class Probabilities

def calculateClassProbabilities(summaries, inputVector):

probabilities = {}

for classValue, classSummaries in summaries.items():

probabilities[classValue] = 1

for i in range(len(classSummaries)):

mean, stdev = classSummaries[i]

x = inputVector[i]

probabilities[classValue] \*= calculateProbability(x, mean, stdev)

return probabilities

#Make a Prediction

def predict(summaries, inputVector):

probabilities = calculateClassProbabilities(summaries, inputVector)

bestLabel, bestProb = None, -1

for classValue, probability in probabilities.items():

if bestLabel is None or probability > bestProb:

bestProb = probability

bestLabel = classValue

return bestLabel

#return a list of predictions for each test instance.

def getPredictions(summaries, testSet):

predictions = []

for i in range(len(testSet)):

result = predict(summaries, testSet[i])

predictions.append(result)

return predictions

#calculate accuracy ratio.

def getAccuracy(testSet, predictions):

correct = 0

for i in range(len(testSet)):

if testSet[i][-1] == predictions[i]:

correct += 1

return (correct/float(len(testSet))) \* 100.0

filename = 'DBetes.csv'

splitRatio = 0.70

dataset = loadCsv(filename)

trainingSet, testSet = splitDataset(dataset, splitRatio)

print('Split {0} rows into train={1} and test={2} rows'.format(len(dataset), len(trainingSet), len(testSet)))

# prepare model

summaries = summarizeByClass(trainingSet)

# test model

predictions = getPredictions(summaries, testSet)

accuracy = getAccuracy(testSet, predictions)

print('Accuracy: {0}%'.format(accuracy))

**Input:** DBetes.csv—250 lines

**Output:**

Split 250 rows into train=175 and test=75 rows

2

{0.0: [(3.311926605504587, 2.977375328442019), (110.40366972477064, 27.37331738987706), (68.34862385321101, 15.89571113061458), (19.94495412844037, 14.761583563541949), (68.54128440366972, 125.06631811948658)], 1.0: [(5.121212121212121, 3.9594683074106394), (137.16666666666666, 30.429531877050135), (72.57575757575758, 16.471944078491212), (21.71212121212121, 17.22320898494029), (85.66666666666667, 124.22006939712128)]}

Accuracy: 78.66666666666666%

# 6.Assuming a set of documents that need to be classified, use the naïve Bayesian Classifier model to perform this task. Built-in Java classes/API can be used to write the program. Calculate the accuracy, precision, and recall for your dataset.

**Code:-**

#1 Loading the data set

from sklearn.datasets import fetch\_20newsgroups

twenty\_train = fetch\_20newsgroups(subset='train', shuffle=True)

print("lenth of the twenty\_train--------->", len(twenty\_train))

#print(twenty\_train.target\_names) #prints all the categories

print("\*\*\*First Line of the First Data File\*\*\*")

#print("\n".join(twenty\_train.data[0].split("\n")[:5]))#prints first line of the first data file

#2 Extracting features from text files

from sklearn.feature\_extraction.text import CountVectorizer

count\_vect = CountVectorizer()

X\_train\_counts = count\_vect.fit\_transform(twenty\_train.data)

print('dim=',X\_train\_counts.shape)

#3 TF-IDF

from sklearn.feature\_extraction.text import TfidfTransformer

tfidf\_transformer = TfidfTransformer()

X\_train\_tfidf = tfidf\_transformer.fit\_transform(X\_train\_counts)

print(X\_train\_tfidf.shape)

# Machine Learning

#4 Training Naive Bayes (NB) classifier on training data.

from sklearn.naive\_bayes import MultinomialNB

clf = MultinomialNB().fit(X\_train\_tfidf, twenty\_train.target)

# Building a pipeline: We can write less code and do all of the above, by building a pipeline as follows:

# The names ‘vect’ , ‘tfidf’ and ‘clf’ are arbitrary but will be used later.

# We will be using the 'text\_clf' going forward.

from sklearn.pipeline import Pipeline

text\_clf = Pipeline([('vect', CountVectorizer()), ('tfidf', TfidfTransformer()), ('clf', MultinomialNB())])

text\_clf = text\_clf.fit(twenty\_train.data, twenty\_train.target)

# Performance of NB Classifier

import numpy as np

twenty\_test = fetch\_20newsgroups(subset='test', shuffle=True)

predicted = text\_clf.predict(twenty\_test.data)

accuracy=np.mean(predicted == twenty\_test.target)

print("Predicted Accuracy = ",accuracy)

#To Calculate Accuracy,Precision,Recall

from sklearn import metrics

print("Accuracy= ",metrics.accuracy\_score(twenty\_test.target,predicted))

print("Precision=",metrics.precision\_score(twenty\_test.target,predicted,average=None))

print("Recall=",metrics.recall\_score(twenty\_test.target,predicted,average=None))

print(metrics.classification\_report(twenty\_test.target, predicted,target\_names=twenty\_test.target\_names))

# Output:-

# lenth of the twenty\_train---------> 6

# \*\*\*First Line of the First Data File\*\*\*

# dim= (11314, 130107)

# (11314, 130107)

# Predicted Accuracy = 0.7738980350504514

# Accuracy= 0.7738980350504514

# Precision= [0.80193237 0.81028939 0.81904762 0.67180617 0.85632184 0.88955224

# 0.93127148 0.84651163 0.93686869 0.92248062 0.89170507 0.59379845

# 0.83629893 0.92113565 0.84172662 0.43896976 0.64339623 0.92972973

# 0.95555556 0.97222222]

# Recall= [0.52037618 0.64781491 0.65482234 0.77806122 0.77402597 0.75443038

# 0.69487179 0.91919192 0.9321608 0.89924433 0.96992481 0.96717172

# 0.59796438 0.73737374 0.89086294 0.98492462 0.93681319 0.91489362

# 0.41612903 0.13944223]

# precision recall f1-score support

# alt.atheism 0.80 0.52 0.63 319

# comp.graphics 0.81 0.65 0.72 389

# comp.os.ms-windows.misc 0.82 0.65 0.73 394

# comp.sys.ibm.pc.hardware 0.67 0.78 0.72 392

# comp.sys.mac.hardware 0.86 0.77 0.81 385

# comp.windows.x 0.89 0.75 0.82 395

# misc.forsale 0.93 0.69 0.80 390

# rec.autos 0.85 0.92 0.88 396

# rec.motorcycles 0.94 0.93 0.93 398

# rec.sport.baseball 0.92 0.90 0.91 397

# rec.sport.hockey 0.89 0.97 0.93 399

# sci.crypt 0.59 0.97 0.74 396

# sci.electronics 0.84 0.60 0.70 393

# sci.med 0.92 0.74 0.82 396

# sci.space 0.84 0.89 0.87 394

# soc.religion.christian 0.44 0.98 0.61 398

# talk.politics.guns 0.64 0.94 0.76 364

# talk.politics.mideast 0.93 0.91 0.92 376

# talk.politics.misc 0.96 0.42 0.58 310

# talk.religion.misc 0.97 0.14 0.24 251

# avg / total 0.82 0.77 0.77 7532

**Program 7.Write a program to construct a Bayesian network considering medical data. Use this model to demonstrate the diagnosis of heart patients using standard Heart Disease Data Set. You can use Java/Python ML libraryclasses/API.**

A Bayesian belief network describes the probability distribution over a set of variables. Probability

P(A) is used to denote the probability of A. For example if A is discrete with states {True, False} then P(A) might equal [0.2, 0.8]. I.e. 20% chance of being True, 80% chance of being False.

Joint probability

A joint probability refers to the probability of more than one variable occurring together, such as the probability of A and B, denoted P(A,B).

Conditional probability

Conditional probability is the probability of a variable (or set of variables) given another variable (or set of variables), denoted P(A|B).For example, the probability of Windy being True, given that Raining is True might equal 50%.This would be denoted P(Windy = True | Raining = True) =50%.

Once the structure has been defined (i.e. nodes and links), a Bayesian network requires a probability distribution to be assigned to each node. Each node X in a Bayesian network requires a probability distribution P(X | pa(X)).Note that if a node X has no parents pa(X) is empty, and the required distribution is just P(X) sometimes referred to as the prior. This is the probability of itself given its parent nodes.

If U = {A1,...,An} is the universe of variables (all the variables) in a Bayesian network, and pa(Ai) are the parents of Ai then the joint probability distribution P(U) is the simply the product of all the probability distributions (prior and conditional) in the network, as shown in the equation below. This equation is known as the chain rule.
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**Code:-**

import bayespy as bp

import numpy as np

import csv

from colorama import init

from colorama import Fore, Back, Style

init()

# Define Parameter Enum values

#Age

ageEnum = {'SuperSeniorCitizen':0, 'SeniorCitizen':1, 'MiddleAged':2, 'Youth':3, 'Teen':4}

# Gender

genderEnum = {'Male':0, 'Female':1}

# FamilyHistory

familyHistoryEnum = {'Yes':0, 'No':1}

# Diet(Calorie Intake)

dietEnum = {'High':0, 'Medium':1, 'Low':2}

# LifeStyle

lifeStyleEnum = {'Athlete':0, 'Active':1, 'Moderate':2, 'Sedetary':3}

# Cholesterol

cholesterolEnum = {'High':0, 'BorderLine':1, 'Normal':2}

# HeartDisease

heartDiseaseEnum = {'Yes':0, 'No':1}

#heart\_disease\_data.csv

with open('heart\_disease\_data.csv') as csvfile:

lines = csv.reader(csvfile)

dataset = list(lines)

data = []

for x in dataset:

data.append([ageEnum[x[0]],genderEnum[x[1]],familyHistoryEnum[x[2]],dietEnum[x[3]],lifeStyleEnum[x[4]],cholesterolEnum[x[5]],heartDiseaseEnum[x[6]]])

# Training data for machine learning todo: should import from csv

data = np.array(data)

N = len(data)

# Input data column assignment

p\_age = bp.nodes.Dirichlet(1.0\*np.ones(5))

age = bp.nodes.Categorical(p\_age, plates=(N,))

age.observe(data[:,0])

p\_gender = bp.nodes.Dirichlet(1.0\*np.ones(2))

gender = bp.nodes.Categorical(p\_gender, plates=(N,))

gender.observe(data[:,1])

p\_familyhistory = bp.nodes.Dirichlet(1.0\*np.ones(2))

familyhistory = bp.nodes.Categorical(p\_familyhistory, plates=(N,))

familyhistory.observe(data[:,2])

p\_diet = bp.nodes.Dirichlet(1.0\*np.ones(3))

diet = bp.nodes.Categorical(p\_diet, plates=(N,))

diet.observe(data[:,3])

p\_lifestyle = bp.nodes.Dirichlet(1.0\*np.ones(4))

lifestyle = bp.nodes.Categorical(p\_lifestyle, plates=(N,))

lifestyle.observe(data[:,4])

p\_cholesterol = bp.nodes.Dirichlet(1.0\*np.ones(3))

cholesterol = bp.nodes.Categorical(p\_cholesterol, plates=(N,))

cholesterol.observe(data[:,5])

# Prepare nodes and establish edges

# np.ones(2) -> HeartDisease has 2 options Yes/No

# plates(5, 2, 2, 3, 4, 3) -> corresponds to options present for domain values

p\_heartdisease = bp.nodes.Dirichlet(np.ones(2), plates=(5, 2, 2, 3, 4, 3))

heartdisease = bp.nodes.MultiMixture([age, gender, familyhistory, diet, lifestyle, cholesterol], bp.nodes.Categorical, p\_heartdisease)

heartdisease.observe(data[:,6])

p\_heartdisease.update()

# Sample Test with hardcoded values

#print("Sample Probability")

#print("Probability(HeartDisease|Age=SuperSeniorCitizen, Gender=Female, FamilyHistory=Yes, DietIntake=Medium, LifeStyle=Sedetary, Cholesterol=High)")

#print(bp.nodes.MultiMixture([ageEnum['SuperSeniorCitizen'], genderEnum['Female'], familyHistoryEnum['Yes'], dietEnum['Medium'], lifeStyleEnum['Sedetary'], cholesterolEnum['High']], bp.nodes.Categorical, p\_heartdisease).get\_moments()[0][heartDiseaseEnum['Yes']])

# Interactive Test

m = 0

while m == 0:

print("\n")

res = bp.nodes.MultiMixture([int(input('Enter Age: ' + str(ageEnum))), int(input('Enter Gender: ' + str(genderEnum))), int(input('Enter FamilyHistory: ' + str(familyHistoryEnum))), int(input('Enter dietEnum: ' + str(dietEnum))), int(input('Enter LifeStyle: ' + str(lifeStyleEnum))), int(input('Enter Cholesterol: ' + str(cholesterolEnum)))], bp.nodes.Categorical, p\_heartdisease).get\_moments()[0][heartDiseaseEnum['Yes']]

print("Probability(HeartDisease) = " + str(res))

#print(Style.RESET\_ALL)

m = int(input("Enter for Continue:0, Exit :1 "))

**Input:**

SuperSeniorCitizen,Male,Yes,Medium,Sedetary,High,Yes

SuperSeniorCitizen,Female,Yes,Medium,Sedetary,High,Yes

SeniorCitizen,Male,No,High,Moderate,BorderLine,Yes

Teen,Male,Yes,Medium,Sedetary,Normal,No

Youth,Female,Yes,High,Athlete,Normal,No

MiddleAged,Male,Yes,Medium,Active,High,Yes

Teen,Male,Yes,High,Moderate,High,Yes

SuperSeniorCitizen,Male,Yes,Medium,Sedetary,High,Yes

Youth,Female,Yes,High,Athlete,Normal,No

SeniorCitizen,Female,No,High,Athlete,Normal,Yes

Teen,Female,No,Medium,Moderate,High,Yes

Teen,Male,Yes,Medium,Sedetary,Normal,No

MiddleAged,Female,No,High,Athlete,High,No

MiddleAged,Male,Yes,Medium,Active,High,Yes

Youth,Female,Yes,High,Athlete,BorderLine,No

SuperSeniorCitizen,Male,Yes,High,Athlete,Normal,Yes

SeniorCitizen,Female,No,Medium,Moderate,BorderLine,Yes

Youth,Female,Yes,Medium,Athlete,BorderLine,No

Teen,Male,Yes,Medium,Sedetary,Normal,No

**Output:**

Enter Age: {'SuperSeniorCitizen': 0, 'SeniorCitizen': 1, 'MiddleAged': 2, 'Youth': 3, 'Teen': 4}4

Enter Gender: {'Male': 0, 'Female': 1}0

Enter FamilyHistory: {'Yes': 0, 'No': 1}0

Enter dietEnum: {'High': 0, 'Medium': 1, 'Low': 2}1

Enter LifeStyle: {'Athlete': 0, 'Active': 1, 'Moderate': 2, 'Sedetary': 3}3

Enter Cholesterol: {'High': 0, 'BorderLine': 1, 'Normal': 2}2

Probability(HeartDisease) = 0.13784165696493575

Enter for Continue:0, Exit :1

**Program 8.Apply EM algorithm to cluster a set of data stored in a .CSV file. Use the same data set for clustering using k-Means algorithm. Compare the results of these two algorithms and comment on the quality of clustering. You can add Java/Python ML library classes/API in the program.**

# Expectation-Maximization (EM)

The EM algorithm tends to get stuck less than K-means algorithm. The idea is to assign data points partially to different clusters instead of assigning to only one cluster. To do this partial assignment, we model each cluster using a probabilistic distribution So a data point associates with a cluster with certain probability and it belongs to the cluster with the highest probability in the final assignment.

# Expectation-Maximization (EM) algorithm

Step 1: An initial guess is made for the model’s parameters and a probability distribution is created. This is sometimes called the “E-Step” for the “Expected” distribution.

Step 2: Newly observed data is fed into the model.

Step 3: The probability distribution from the E-step is drawn to include the new data. This is sometimes called the “M-step.”

Step 4: Steps 2 through 4 are repeated until stability.

**Code:-**

import numpy as np

from scipy import stats

np.random.seed(110) # for reproducible random results

# set parameters

red\_mean = 3

red\_std = 0.8

blue\_mean = 7

blue\_std = 1

# draw 40 samples from normal distributions with red/blue parameters

red = np.random.normal(red\_mean, red\_std, size=40)

blue = np.random.normal(blue\_mean, blue\_std, size=40)

both\_colours = np.sort(np.concatenate((red, blue)))

#Since the colours are hidden from us, we will start the EM process

#Starting guesses are very critical because the EM Algorithm converges to

# a local maxima. Hence we can get different answers with different starting points

#One reasonably good guess would be to take the value from a different but less

#robust algorithm

# estimates for the mean

red\_mean\_guess = 2.1

blue\_mean\_guess = 6

# estimates for the standard deviation

red\_std\_guess = 1.5

blue\_std\_guess = 0.8

#These are pretty bad guesses

#To continue with EM and improve these guesses, we compute the likelihood

#of each data point (regardless of its secret colour) appearing under

#these guesses for the mean and standard deviation

#The variable both\_colours holds each data point. The function stats.norm computes

#the probability of the point under a normal distribution with the given parameters:

for i in range(10):

likelihood\_of\_red = stats.norm(red\_mean\_guess, red\_std\_guess).pdf(both\_colours)

likelihood\_of\_blue = stats.norm(blue\_mean\_guess, blue\_std\_guess).pdf(both\_colours)

#Normalize these weights so that they can total 1

likelihood\_total = likelihood\_of\_red + likelihood\_of\_blue

red\_weight = likelihood\_of\_red / likelihood\_total

blue\_weight = likelihood\_of\_blue / likelihood\_total

#With our current estimates and our newly-computed weights, we can now compute new,

#probably better, estimates for the parameters (step 4). We need a function for the

#mean and a function for the standard deviation:

def estimate\_mean(data, weight):

return np.sum(data \* weight) / np.sum(weight)

def estimate\_std(data, weight, mean):

variance = np.sum(weight \* (data - mean)\*\*2) / np.sum(weight)

return np.sqrt(variance)

# new estimates for standard deviation

blue\_std\_guess = estimate\_std(both\_colours, blue\_weight, blue\_mean\_guess)

red\_std\_guess = estimate\_std(both\_colours, red\_weight, red\_mean\_guess)

# new estimates for mean

red\_mean\_guess = estimate\_mean(both\_colours, red\_weight)

blue\_mean\_guess = estimate\_mean(both\_colours, blue\_weight)

#Lets print the model parameters (The means and the std deviation in our case)

print("red mean:", red\_mean\_guess, ":::::::::", "blue mean:", blue\_mean\_guess)

print("red std:", red\_std\_guess, ":::::::::", "blue std:", blue\_std\_guess)

#plot the data

import matplotlib.pyplot as plt

import numpy as np

import matplotlib.mlab as mlab

#The two Gaussian distributions

y = np.zeros(len(both\_colours))

mured = red\_mean\_guess

sigmared = red\_std\_guess

x = np.linspace(mured - 2.5\*sigmared, mured + 2.5\*sigmared, 100)

plt.plot(x,mlab.normpdf(x, mured, sigmared))

mublue = blue\_mean\_guess

sigmablue = blue\_std\_guess

y = np.linspace(mublue - 2.5\*sigmablue, mublue + 2.5\*sigmablue, 100)

plt.plot(y,mlab.normpdf(y, mublue, sigmablue))

#The data points themselves

for i in range(len(both\_colours)):

plt.plot(both\_colours[i],0,"bo")

plt.show()

**Output:-**
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# K-means

import pylab as pl

import numpy as np

from sklearn.cluster import KMeans

np.random.seed(110) # for reproducible random results

# set parameters

red\_mean = 3

red\_std = 0.8

blue\_mean = 7

blue\_std = 1

# draw 20 samples from normal distributions with red/blue parameters

red = np.random.normal(red\_mean, red\_std, size=40)

blue = np.random.normal(blue\_mean, blue\_std, size=40)

both\_colours = np.sort(np.concatenate((red, blue)))

y = np.zeros(len(both\_colours))

#We will need the elbow curve for calculating exact value of k

#But we will use 2 for now

kmeans=KMeans(n\_clusters=2)

kmeansoutput=kmeans.fit(both\_colours.reshape(-1,1))

#but what value of K was actually good?

Nc = range(1, 5)

kmeans = [KMeans(n\_clusters=i) for i in Nc]

score = [kmeans[i].fit(both\_colours.reshape(-1,1)).score(both\_colours.reshape(-1,1)) for i in range(len(kmeans))]

pl.plot(Nc,score)

pl.xlabel('Number of Clusters')

pl.ylabel('Score')

pl.title('Elbow Curve')

pl.show()

#plot the points themselves

pl.scatter(both\_colours,y,c=kmeansoutput.labels\_)

pl.xlabel('Data points')

pl.ylabel('None')

pl.title('2 Cluster K-Means')

pl.show()

**Output:-**
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**9.Write a program to implement k-Nearest Neighbor algorithm to classify the iris data set. Print both correct and wrong predictions. Java/Python ML library classes can be used for this problem.**

**ALGORITHM:**

Let m be the number of training data samples. Let p be an unknown point.

Store the training samples in an array of data points arr[]. This means each element of this array represents a tuple (x, y).

for i=0 to m:

Make set S of K smallest distances obtained. Each of these distances correspond to an already classified data point.

Return the majority label among S.

**Code:-**

from sklearn.datasets import load\_iris

iris = load\_iris()

print("Feature Names:",iris.feature\_names,"Iris Data:",iris.data,"Target Names:",iris.target\_names,"Target:",iris.target)

#2. Split the data into Test and Data

from sklearn.model\_selection import train\_test\_split

X\_train, X\_test, y\_train, y\_test = train\_test\_split(

iris.data, iris.target, test\_size = .25)

#neighbors\_settings = range(1, 11)

#for n\_neighbors in neighbors\_settings:

#3.Build The Model

from sklearn.neighbors import KNeighborsClassifier

clf = KNeighborsClassifier()

clf.fit(X\_train, y\_train)

#4.Calculate Accuracy of the Test data with the trained data

print(" Accuracy=",clf.score(X\_test, y\_test))

#5 Calculate the prediction with the labels of the test data

print("Predicted Data")r

print(clf.predict(X\_test))

prediction=clf.predict(X\_test)

print("Test data :")

print(y\_test)

#6 To identify the miss classification

diff=prediction-y\_test

print("Result is ")

print(diff)

print('Total no of samples misclassied =', sum(abs(diff)))

**Output:**

Feature Names: ['sepal length (cm)', 'sepal width (cm)', 'petal length (cm)', 'petal width (cm)'] Iris Data: [[5.1 3.5 1.4 0.2]

[4.9 3. 1.4 0.2]

[4.7 3.2 1.3 0.2]

[4.6 3.1 1.5 0.2]

[5. 3.6 1.4 0.2]

[5.4 3.9 1.7 0.4]

[4.6 3.4 1.4 0.3]

[5. 3.4 1.5 0.2]

[4.4 2.9 1.4 0.2]

[4.9 3.1 1.5 0.1]

[5.4 3.7 1.5 0.2]

[4.8 3.4 1.6 0.2]

[4.8 3. 1.4 0.1]

[4.3 3. 1.1 0.1]

[5.8 4. 1.2 0.2]

[5.7 4.4 1.5 0.4]

[5.4 3.9 1.3 0.4]

[5.1 3.5 1.4 0.3]

[5.7 3.8 1.7 0.3]

[5.1 3.8 1.5 0.3]

[5.4 3.4 1.7 0.2]

[5.1 3.7 1.5 0.4]

[4.6 3.6 1. 0.2]

[5.1 3.3 1.7 0.5]

[4.8 3.4 1.9 0.2]

[5. 3. 1.6 0.2]

[5. 3.4 1.6 0.4]

[5.2 3.5 1.5 0.2]

[5.2 3.4 1.4 0.2]

[4.7 3.2 1.6 0.2]

[4.8 3.1 1.6 0.2]

[5.4 3.4 1.5 0.4]

[5.2 4.1 1.5 0.1]

[5.5 4.2 1.4 0.2]

[4.9 3.1 1.5 0.1]

[5. 3.2 1.2 0.2]

[5.5 3.5 1.3 0.2]

[4.9 3.1 1.5 0.1]

[4.4 3. 1.3 0.2]

[5.1 3.4 1.5 0.2]

[5. 3.5 1.3 0.3]

[4.5 2.3 1.3 0.3]

[4.4 3.2 1.3 0.2]

[5. 3.5 1.6 0.6]

[5.1 3.8 1.9 0.4]

[4.8 3. 1.4 0.3]

[5.1 3.8 1.6 0.2]

[4.6 3.2 1.4 0.2]

[5.3 3.7 1.5 0.2]

[5. 3.3 1.4 0.2]

[7. 3.2 4.7 1.4]

[6.4 3.2 4.5 1.5]

[6.9 3.1 4.9 1.5]

[5.5 2.3 4. 1.3]

[6.5 2.8 4.6 1.5]

[5.7 2.8 4.5 1.3]

[6.3 3.3 4.7 1.6]

[4.9 2.4 3.3 1. ]

[6.6 2.9 4.6 1.3]

[5.2 2.7 3.9 1.4]

[5. 2. 3.5 1. ]

[5.9 3. 4.2 1.5]

[6. 2.2 4. 1. ]

[6.1 2.9 4.7 1.4]

[5.6 2.9 3.6 1.3]

[6.7 3.1 4.4 1.4]

[5.6 3. 4.5 1.5]

[5.8 2.7 4.1 1. ]

[6.2 2.2 4.5 1.5]

[5.6 2.5 3.9 1.1]

[5.9 3.2 4.8 1.8]

[6.1 2.8 4. 1.3]

[6.3 2.5 4.9 1.5]

[6.1 2.8 4.7 1.2]

[6.4 2.9 4.3 1.3]

[6.6 3. 4.4 1.4]

[6.8 2.8 4.8 1.4]

[6.7 3.5. 1.7]

[6. 2.9 4.5 1.5]

[5.7 2.6 3.5 1. ]

[5.5 2.4 3.8 1.1]

[5.5 2.4 3.7 1. ]

[5.8 2.7 3.9 1.2]

[6. 2.7 5.1 1.6]

[5.4 3. 4.5 1.5]

[6. 3.4 4.5 1.6]

[6.7 3.1 4.7 1.5]

[6.3 2.3 4.4 1.3]

[5.6 3. 4.1 1.3]

[5.5 2.5 4. 1.3]

[5.5 2.6 4.4 1.2]

[6.1 3. 4.6 1.4]

[5.8 2.6 4. 1.2]

[5. 2.3 3.3 1. ]

[5.6 2.7 4.2 1.3]

[5.7 3. 4.2 1.2]

[5.7 2.9 4.2 1.3]

[6.2 2.9 4.3 1.3]

[5.1 2.5 3. 1.1]

[5.7 2.8 4.1 1.3]

[6.3 3.3 6. 2.5]

[5.8 2.7 5.1 1.9]

[7.1 3. 5.9 2.1]

[6.3 2.9 5.6 1.8]

[6.5 3. 5.8 2.2]

[7.6 3. 6.6 2.1]

[4.9 2.5 4.5 1.7]

[7.3 2.9 6.3 1.8]

[6.7 2.5 5.8 1.8]

[7.2 3.6 6.1 2.5]

[6.5 3.2 5.1 2. ]

[6.4 2.7 5.3 1.9]

[6.8 3. 5.5 2.1]

[5.7 2.5 5.2. ]

[5.8 2.8 5.1 2.4]

[6.4 3.2 5.3 2.3]

[6.5 3. 5.5 1.8]

[7.7 3.8 6.7 2.2]

[7.7 2.6 6.9 2.3]

[6. 2.2 5. 1.5]

[6.9 3.2 5.7 2.3]

[5.6 2.8 4.9 2. ]

[7.7 2.8 6.7 2. ]

[6.3 2.7 4.9 1.8]

[6.7 3.3 5.7 2.1]

[7.2 3.2 6. 1.8]

[6.2 2.8 4.8 1.8]

[6.1 3. 4.9 1.8]

[6.4 2.8 5.6 2.1]

[7.2 3. 5.8 1.6]

[7.4 2.8 6.1 1.9]

[7.9 3.8 6.4 2. ]

[6.4 2.8 5.6 2.2]

[6.3 2.8 5.1 1.5]

[6.1 2.6 5.6 1.4]

[7.7 3. 6.1 2.3]

[6.3 3.4 5.6 2.4]

[6.4 3.1 5.5 1.8]

[6. 3. 4.8 1.8]

[6.9 3.1 5.4 2.1]

[6.7 3.1 5.6 2.4]

[6.9 3.1 5.1 2.3]

[5.8 2.7 5.1 1.9]

[6.8 3.2 5.9 2.3]

[6.7 3.3 5.7 2.5]

[6.7 3. 5.2 2.3]

[6.3 2.5 5. 1.9]

[6.5 3. 5.2 2. ]

[6.2 3.4 5.4 2.3]

[5.9 3. 5.1 1.8]] Target Names: ['setosa' 'versicolor' 'virginica'] Target: [0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1

1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 2 2 2 2 2 2 2 2 2 2 2

2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2

2 2]

Accuracy= 0.9736842105263158

Predicted Data

[0 1 2 1 2 0 1 2 2 0 2 0 2 2 2 0 2 1 2 1 1 0 2 2 2 0 1 2 0 0 2 1 1 0 1 0 0

0]

Test data :

[0 1 2 1 2 0 1 2 2 0 2 0 2 2 2 0 2 1 2 1 1 0 2 2 1 0 1 2 0 0 2 1 1 0 1 0 0

0]

Result is

[0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0

0]

Total no of samples misclassied = 1

**Program 10.Implement the non-parametric Locally Weighted Regression algorithm in order to fit data points. Select appropriate data set for your experiment and drawgraphs.**

**Nonparametric regression:** is a category of regression analysis in which the predictor does not take a predetermined form but is constructed according to information derived from the data. Nonparametric regression requires larger sample sizes than regression based on parametric models because the data must supply the model structure as well as the model estimates.

Nonparametric regression is used for prediction and is reliable even if hypotheses of linear regression are not verified.

**Locally weighted Learning** also known as memory-based learning, instance-based learning, lazy- learning, and closely related to kernel density estimation, similarity searching and case-based reasoning.

LOWESS (Locally Weighted Scatterplot Smoothing), sometimes called LOESS (locally weighted smoothing), is a popular tool used in [regression analysis](http://www.statisticshowto.com/probability-and-statistics/regression-analysis/)that creates a smooth line through a [timeplot](http://www.statisticshowto.com/timeplot/)or [scatter plot](http://www.statisticshowto.com/probability-and-statistics/regression-analysis/scatter-plot-chart/#definition)to help you to see relationship between [variables](http://www.statisticshowto.com/variable/)and foresee trends.

[Locally weighted regression](https://en.wikipedia.org/wiki/Local_regression) is a very powerful non-parametric model used in statistical learning.

**Locally weighted regression**

**Local** means using nearby points (i.e. a nearest neighbors approach) **Weighted** means we value points based upon how far away they are. **Regression** means approximating afunction

This is **an instance-based learningmethod**

**Code:-**

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

#the Gaussian Kernel

def kernel(point,xmat, k):

m,n = np.shape(xmat)

weights = np.mat(np.eye((m)))

for j in range(m):

diff = point - X[j]

weights[j,j] = np.exp(diff\*diff.T/(-2.0\*k\*\*2))

return weights

#Weigh each point by its distance to the reference point. We are considering

# All points here. If KNN was the topic, we could restrict this to "K"

def localWeight(point,xmat,ymat,k):

wei = kernel(point,xmat,k)

W = (X.T\*(wei\*X)).I\*(X.T\*(wei\*ymat.T))

return W

def localWeightRegression(xmat,ymat,k):

m,n = np.shape(xmat)

ypred = np.zeros(m)

for i in range(m):

# predicted value y = wx. Here w = weights we have computed.

# Remember that both w and x are vectors here (2\*1 and 1\*2 respectively)

# Resultant value of y is a scalar

ypred[i] = xmat[i]\*localWeight(xmat[i],xmat,ymat,k)

return ypred

# load data points

data = pd.read\_csv('LR.csv')

colA = np.array(data.colA)

colB = np.array(data.colB)

#preparing and add 1

#convert to matrix form

mcolA = np.mat(colA)

mcolB = np.mat(colB)

m= np.shape(mcolA)[1]

one = np.ones((1,m),dtype=int)

#horizontally stack

X= np.hstack((one.T,mcolA.T))

print(X.shape)

#set k here (0.5)

ypred = localWeightRegression(X,mcolB,0.5)

SortIndex = X[:,1].argsort(0)

xsort = X[SortIndex][:,0]

fig = plt.figure()

ax = fig.add\_subplot(1,1,1)

ax.scatter(colA,colB, color='green')

ax.plot(xsort[:,1],ypred[SortIndex], color = 'red', linewidth=5)

plt.xlabel('colA')

plt.ylabel('colB')

plt.show();

**Input:**

colA,colB

3,4

2.883,5

4.33,7

4.5,2.2

1.2,1.2

1,3.2

**Output:**
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**Viva Questions and Answers-**

1. **What is machinelearning?**

Machine learning is a subset of [artificial intelligence](https://en.wikipedia.org/wiki/Artificial_intelligence) in the field of [computer](https://en.wikipedia.org/wiki/Computer_science) [science](https://en.wikipedia.org/wiki/Computer_science) that often uses statistical techniques to give [computers](https://en.wikipedia.org/wiki/Computer) the ability to "learn" (i.e., progressively improve performance on a specific task) with [data,](https://en.wikipedia.org/wiki/Data) without being explicitly programmed. In the past decade, machine learning has given us self-driving cars, practical speech recognition, effective web search, and a vastly improved understanding of the human genome.

1. **Define supervised learning**

The computer is presented with example inputs and their desired outputs, given by a "teacher", and the goal is to learn a general rule that maps inputs to outputs. As special cases, the input signal can be only partially available, or restricted to special feedback.

1. **Define unsupervised learning**

No labels are given to the learning algorithm, leaving it on its own to find structure in its input. Unsupervised learning can be a goal in itself (discovering hidden patterns in data) or a means towards an end (feature learning).

1. **Define semi supervised learning**

The computer is given only an incomplete training signal: a training set with some (often many) of the target outputsmissing.

1. **Define reinforcementlearning**

Training data (in form of rewards and punishments) is given only as feedback to the program's actions in a dynamic environment, such as driving a vehicle or playing a game against an opponent.

1. **What do you mean byhypotheses**

In a machine learning problem where the input is denoted by x and the output is y.In order to do machine learning, there should exist a relationship (pattern) between the input and output values. Lets say that this is the function y=f(x) this known as the target function. However, f(.) is unknown function to us, so machine learning algorithms try to guess a ``hypothesis'' function h(x) that approximates the unknown f(.) the set of all possible hypotheses is known as the Hypothesis set H(.), the goal is the learning process is to find the final hypothesis that best approximates the unknown targetfunction.

1. **What is classification?**

In [classification,](https://en.wikipedia.org/wiki/Statistical_classification) inputs are divided into two or more classes, and the learner must produce a model that assigns unseen inputs to one or more [(multi-label classification)](https://en.wikipedia.org/wiki/Multi-label_classification) of these classes. This is typically tackled in a supervised manner. Spam filtering is an example of classification, where the inputs are email (or other) messages and the classes are "spam" and "not spam".

1. **What is clustering**

Clustering is the assignment of a set of observations into subsets (called clusters) so that observations in the same cluster are similar in some sense. Clustering is a method of unsupervised learning, and a common technique for statistical data analysis used in many fields.

1. **Define precision, accuracy andrecall**

**Precision** attempts to answer the following question: What proportion of positive identifications was actually correct?

Precision= True Positive / (True Positive + False Positive).

**Recall** attempts to answer the following question: What proportion of actual positives was identified correctly?

Recall= True Positive / (True Positive + False Negative).
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Accuracy = (TP + TN) / (TP + TN + FP + FN)

TP- True positive, TN- True negative, FP- False positive, FN- False negative.

1. **How KNN is different from k-meansclustering**

|  |  |
| --- | --- |
| KNN | K-Means |
| It is a **Supervised** learning  Technique | It is an **Unsupervised** learning  technique |
| It is used mostly for Classification, andsometimes  even for Regression | It is used for **Clustering** |
| „K‟ in KNN is the number of nearest neighbors used to classify or (predict in case of continuous variable/regression) a test sample | K‟ in K-Means is the number of clusters the algorithm is trying to identify/learn from the data. The clusters are often unknown since this is used with Unsupervised  learning. |
| K-NN doesn‟t haveatraining phase as such. But the prediction of a test observation is done based on the K-Nearest (often Euclidean distance) Neighbors (observations) based onweighted  averages/votes. | In training phase of K-Means, K observations are arbitrarily selected (known as centroids). Each point in the vector space is assigned to a cluster represented by nearest (Euclidean distance)  centroid. |

1. **Defineregression**

Linear regression is a linear model, e.g. a model that assumes a linear relationship between the input variables (x) and the single output variable (y). More specifically, that y can be calculated from a linear combination of the input variables(x).

1. **What is conceptlearning**

Concept learning also refers to a learning task in which a human or machine learner is trained to classify objects by being shown a set of example objects along with their class labels. The learner simplifies what has been observed by condensing it in the form of an example.

1. **Define decisiontree**

Decision tree learning uses a decision tree (as a predictive model) to go from observations about an item (represented in the branches) to conclusions about the item's target value (represented in the leaves). It is one of the predictive modeling approaches used in statistics, data mining and machine learning.

1. **What isANN**

Artificial Neural networks (ANN) or neural networks are computational algorithms. Itintended to simulate the behavior of biological systems composed of “neurons”. ANNs

are computational models inspired by an animal's central nervous systems. It is capable of machine learning as well as patternrecognition.

1. **Define Bayesian beliefnetworks**

A Bayesian network, Bayes network, belief network, Bayes model or probabilistic directed acyclic graphical model is a probabilistic graphical model that represents a set of variables and their conditional dependencies via a directed acyclic graph.

1. **Differentiate hard and softclustering.**

A hard clustering means we have non-overlapping clusters, where each instance belongs to one and only one cluster. In a soft clustering method, a single individual can belong to multiple clusters, often with a confidence (belief) associated with each cluster.

1. **What is inductive machinelearning**

The inductive bias (also known as learning bias) of a learning algorithm is the set of assumptions that the learner uses to predict outputs given inputs that it has not encountered. In machine learning, one aims to construct algorithms that are able to learn to predict a certain target output.

1. **Explain gradient descentapproximation**

Gradient descent is a first-order iterative optimization algorithm for finding the minimum of a function. To find a local minimum of a function using gradient descent, one takes steps proportional to the negative of the gradient (or approximate gradient) of the function at the current point.

1. **DefineBias**

The bias–variance dilemma or problem is the conflict in trying to simultaneously minimize these two sources of error that prevent supervised learning algorithms from generalizing beyond their training set: The bias is an error from erroneous assumptions in the learning algorithm.

1. **Definepruning**

Pruning is a technique in machine learning that reduces the size of decision trees by removing sections of the tree that provide little power to classify instances. Pruning reduces the complexity of the final classifier, and hence improves predictive accuracy by the reduction ofoverfitting.